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Abstract

Champagne Loïc: "Replacing Public Key Infrastructures by blockchain IoT
devices security management."
Master of Science Thesis
University of Liège
June 2021

On the Internet, Public Key Infrastructure (PKI) is the most advanced
credential management system. However, the standard PKI relies on
certificate authorities (CAs) which have delivered certificates to the wrong
people in the past for questionable reasons. Indeed, these CAs represent
a corruptible central point that this work aims to remove. This was done
by adapting the PKI to a decentralized framework based on blockchain
smart contract. This solution is essentially targeted toward the Internet
of Things (IoT) that currently lacks a scalable system for managing keys
and identities (i.e., a standard PKI framework). Unlike CA-based PKIs,
our framework delivers auditability natively which provides a proof of the
framework integrity. In order to adequately test our solution, we designed
and implemented a proof of concept. The smart contract was written in
solidity and is deployed on the Kovan test net. After testing our solution
on an Ubuntu core virtual machine, we found that the solution has a very
small footprint and is therefore adapted to the IoT ecosystem.

Keywords: IoT, PKI, Decentralized, Smart contract, Blockchain, Authentic-
ation, Security.
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Chapter 1

Introduction

The rise of low-cost hardware in conjunction with the strong desire to
simplify our daily tasks tends to put forward new devices in our daily
lives. Those devices are called Internet-of-Things (IoT) devices. They
come in a variety of formats going from connected appliances to wearable
health monitors. As a result, IoT is making our world more efficient and
intelligent. Indeed, the IoT ecosystem is one of the fastest growing. One
projection has more than 100 billion connected devices in use by 2050[22].

This new family of devices also comes with some downsides. The
proliferation of IoT devices implies that those devices may quickly become
a breeding ground for cyber attacks. As a matter of fact, those devices have
far less computational power than modern computers which makes them
far more difficult to secure, creating new needs for dedicated protocols
and specialized personnel. Furthermore, these networked devices have
access to data that can be intensely private, e.g., when you sleep, what
your door lock pin code is, what you watch on TV or other media, and
who and when others are in the house. Moreover, the state of the devices
themselves represents potentially sensitive information. The combination
of all these factors is what really pushes forward the research for new
security protocols targeted at IoT devices.

This thesis will focus on the authentication side of security for
IoT devices. Recently in 2017, an industry report by IoT Analytics
covering the period 2017-2022 gathered input from technologists about
the greatest need for improvement in IoT security, where respondents
ranked authentication/authorization and access control on top of the list
[23] (see Figure 1.1). The current Public Key Infrastructure (PKI) relying
on Certificate Authorities (CAs), referred to as C-PKI in what follows,
provides such critical security functions when IoT devices have CA-signed
certificates. X.509 certificates for IoT device authentication have attracted
industry interest[31] [2].

1.1 C-PKI drawbacks for IoT

Despite being usable, the certificates issued by CAs are not well suited for
IoT devices due to the following reasons. First of all, it is difficult for the
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Figure 1.1: Ranking of IoT Security Weaknesses. Source: IoT Analytics

owner to manage the certificate of its IoT devices as there is no standard
protocol to register, update, or revoke the certificates on those devices.
Secondly, due to limitations and heterogeneity of the devices’ resources,
existing security solutions are not fully adapted to such an ecosystem.
Besides, the combination of multiple security technologies and solutions is
often needed, resulting in high costs. Furthermore if a CA is compromised,
all entities relying on this CA must be updated in order to remove this
trusted CA. This is a very lengthy and laborious process that may lead
to big problems. Finally, not only for IoT devices, the CA ecosystem is
fragile and prone to compromises and operational errors. Several times
in the past, major issues have happened with this architecture all over
the world [9] [39] [32]. Unfortunately, this design has demonstrated both
serious usability and security shortcomings[11]. On top of that, some
CAs have previously delivered certificates to the wrong individuals, or
for questionable purposes. These trusted third parties serve as corruptible
central points of vulnerability, each capable of jeopardizing the Internet’s
credibility and security. This last piece really demonstrates the huge flaw
of relying on a third party to enable trust.

All these major deficiencies are also accompanied by other problems
that make the use of such an infrastructure unusable on a large scale in the
context of the Internet of Things. Those problems are:

• High certificate signing cost. Nowadays certificate price is imprac-
ticable for such a large number of IoT devices. Depending on the CA
and the form of credential required, a single certificate will cost any-
thing from $100 to $1,000[24]. In addition, to attract potential custom-
ers, the price of such devices must be very low. This is not possible
with such expensive certificates.

2



• Slow certificate signing process. Depending on the CA and the form
of certificate required, the standard CA certificate signing process will
take several days1.

• Difficulties in maintaining root certificate lists. IoT devices have
very small storage and therefore a device may not have enough
storage to store the certificate lists. On top of that, these lists are
often modified and thus the devices will need to be updated each
time these lists are changed.

All those problems are what motivates the exploration of new alternat-
ives to the C-PKI infrastructure. In this thesis, we propose a decentralized
alternative that aims at improving the current PKI for IoT devices. On top
of that, a blockchain based PKI is a path toward a community driven trust
store that removes the need of a trusted third party.

1.2 Defining goals

The purpose of this thesis is to assess the feasibility of a decentralized
alternative to the third party dependent Public Key Infrastructure (i.e.,
C-PKI). The two approaches are to be compared by taking into account
the pros and cons of each framework. This comparison should lead
to a conclusion that will state which approach is better suited for
computationally constrained devices (i.e., IoT devices). Furthermore,
another important aspect of this work is to test the resiliency of such an
infrastructure at scale as the IoT ecosystem is envisioned to explode in the
next decades.

In more detail, a decentralized IoT device identity management
framework is sought as the primary goal of this work by achieving the
following objectives:

• Define a decentralized IoT device management framework for iden-
tity, authentication, authorization, and accounting management
based on smart contracts and distributed ledger;

• Design an authentication and authorization framework that is more
user and device-centric with lower computation requirements, and
that enables peer-to-peer IoT applications;

• Provide a framework that enables identity retention with features of
portability and traceability throughout the device life cycle.

1.3 Research questions

The underlying research questions that drive our efforts are:

1Source: https://www.tbs-certificates.co.uk/FAQ/en/120.html
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RQ T.1: “Is a blockchain-based PKI a viable alternative to the widely
spread CA based PKI in the context of the Internet of Things?”

RQ T.2: “What can a blockchain-based PKI offer more than a
traditional PKI?”

4



Part I

Background
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Chapter 2

Theoretical background

2.1 Public Key Infrastructure

In a small definition, a PKI is:

"A public key infrastructure (PKI) is a set of roles, policies, and
procedures needed to create, manage, distribute, use, store, and revoke
digital certificates and manage public-key encryption." [8]

In order to clarify this definition, we need to define several key
concepts:

• Asymmetric encryption is an encryption scheme where an indi-
vidual possesses a pair of keys linked between each other mathemat-
ically. The first key of the pair is the public key which can be shared
with anybody and the other is the private key that must remain secret.
The basis of asymmetric cryptography is that it is mathematically
easy to create such a key pair but very hard to guess the private key
just by having the public key. In mathematics, this is known as the
prime factorization problem. In this scheme, one of the two keys is
used to encrypt the data and only the other key of the key pair can
decrypt this data.

• Hash functions are one way functions that take data as input and
produce a fixed size digest. Those functions are called one way
because it is easy to compute the digest from the data but very hard
the other way around.

• Digital signature is a proof of the integrity of the message as well as
a proof of the message origin. This is done by creating a digest of the
message and encrypting the digest with the private key of the sender.
Therefore, the receiving end can decrypt the digital signature with
the public key of the sender and compare the digest of the message
it received with the decrypted signature. The Figure 2.1 shows this
process.

6



Figure 2.1: Steps to verify the integrity of a message using digital signature.
Source: [46]

• Digital certificate is a digital document that proves the binding
between a public key and a given entity. This proof is the issuer’s
(i.e., Certificate Authority) digital signature which is present on the
document. In a decentralized PKI, the proof is a little bit different
and the confirmation should be asked to the decentralized system.

Now that the background is laid out, we can summarize by saying that
a PKI is the infrastructure that confirms the integrity of digital certificates
and deals with them.

2.1.1 CA based PKI (C-PKI)

There are different types of PKI, the most common being the CA based
PKI. This PKI uses the concept of Certificate Authority to enable trust
between two parties. This concept was first introduced by Kohnfelder in
1978[26]. Despite being old, this concept is still used nowadays by private
PKI companies like Digicert, Verisign and many others.

A CA is a private trusted third party that signs certificates after
verifying the identity of the entity. Therefore as trust between two entities
is enabled by a third party (i.e., the CA), the two entities only have a third-
party trust between each other rather than a direct trust. The difference
between direct trust and third party is shown on Figure 2.2.

The procedure for obtaining a signed certificate from a certificate
authority is as follows (flow can be seen on Figure 2.3):

1. The client generates a public/private key pair and sends a certificate
signing request (CSR) to a trusted certificate authority. This CSR
contains the client’s public key and information. All this information
will be shown on the corresponding certificate if it is authorized;

2. The CA checks to see if the details on the CSR is true. If that is the
case, it creates and signs a certificate with its (the CA’s) private key
before handing it (the certificate) over to the customer.

7
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2.2 Blockchain

Blockchain1 is a data structure that was first used in 2008 with the
introduction of Bitcoin[34]. The idealization of the blockchain was carried
out aiming at a network without a central entity, where several participants,
who run the same code, aim to reach consensus to maintain the integrity
of the data recorded in the structure. In other terms, the blockchain is a
decentralized append only list of records, also called blocks.

A blockchain block is composed of other fields on top of the data, which
are:

• Block number. This is used to find the location of a given block into
the chain.

• Hash of the data. This is a hash of the whole block data.

• Nonce. A nonce is a "number only used once", this number is
included into the blocks in order to solve the computational puzzle
that provides integrity to the blockchain. This concept is known as
the Proof of Work which will be explained in more detail into the
Section 2.2.1.

• Hash pointer. This is what links all blocks together and prevents a
block from being tampered.

2.2.1 Proof-of-Work and Consensus

Contrary to certain beliefs[5], Proof of Work (PoW) is not what enables
consensus into the blockchain. Consensus on the blockchain is obtained
by taking the longest chain as the prevalent chain. In the case of a fork (i.e.,
the case where the chain separates into two separate chains), a peer will
choose either one of the chains as the prevalent one and if the other one
becomes longer (because a majority of nodes have chosen the other one),
the peer will discard its chain and take the other one as the prevalent chain.
That is why a transaction is considered accepted by the consensus into
Bitcoin only when six blocks have been mined after the block containing
that transaction.

PoW is used in blockchain in order to ensure integrity of the chain. The
idea behind PoW is that no individual has enough computational power
in order to falsify the chain. It works by asking to solve a computationally
intensive puzzle in order to be able to submit a block onto the chain. The
peers that compute these puzzles are called miners. The miners have a
monetary incentive to mine these blocks because individuals pay money in
order to have their transactions included into the next block. The miners
may also be rewarded with money by the framework itself. There are

1If you want to play with this concept (i.e., Blockchain), there is a great browser-based
blockchain created by Anders Brownworth at this URL: https://andersbrownworth.com/
blockchain/blockchain
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alternative methods to PoW, such as Proof of Stake2 or Proof of Space3,
that will not be addressed here.

2.2.2 Smart contract

Smart contracts have been democratized in 2014 with the introduction of
Ethereum[53]. A smart contract is a complete Turing machine hosted on the
blockchain. To better illustrate the concept, you can view a smart contract
as an automaton with memory. Therefore, a smart contract waits for events
and reacts to them when it receives them.

The integrity of a smart contract and of its transactions is ensured
by the underlying blockchain technology and therefore a smart contract
inherits from the same properties as the blockchain. Nevertheless, smart
contract transactions are different from regular transactions because they
need to run code and therefore, the mining of these transactions must be
incentivized in a different way. On top of the traditional transaction fee,
smart contracts rely on ”gas” which is an additional transaction fee paid to
the miner for borrowing their computation ability on the blockchain.

2.2.3 Name-Value Storage

NVS is basically a key-value store. This framework has been used by some
blockchain technologies such as Namecoin[10], Emercoin [12] and so on.

2https://ethereum.org/en/developers/docs/consensus-mechanisms/pos/
3https://en.bitcoinwiki.org/wiki/Proof-of-space
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Chapter 3

State of the Art

In the purpose of adequately depicting the related works, we decided to
present all the different flavors available to set up a PKI targeted at IoT
devices. The first section will be focused on the blockchain based solution.
This section will talk about two different paradigms which are the Name-
Value Storage (NVS) based solution represented by Certcoin[18] (and IoT-
PKI [52]) and the other paradigm is represented by Scpki [4] which uses
Smart contract. On the other hand, we have the CA based solutions that
try to adapt the C-PKI infrastructure to match the IoT constraints.

3.1 Blockchain based solutions

3.1.1 Certcoin and IoT-PKI

Both of these solutions are based on NVS blockchain, where an NVS is
basically a key-value store. Despite using the same blockchain paradigm,
those two architectures did not use the same technology. As a matter
of fact, Certcoin is based on Namecoin[10] when IoT-PKI is based on
Emercoin[12]. The idea behind these solutions is to store the public key
as the value and use the domain name (or another identifier) as the
key into this NVS. Nevertheless, this solution cannot be implemented
naively because the whole blockchain needs to be stored in order to
interact with it, which is unfeasible for IoT devices. Therefore, each of
these solutions has a mechanism in place to avoid this problem. In the
case of Certcoin, they proposed the use of accumulators[14] to lower the
storage requirement. Where an accumulator is a digital entity that is used
to test set membership. The accumulator holds tuples of the form (d,
pk), where d represents a domain and pk represents a public key. The
accumulator is then used to see if pk is associated with d. Accumulators
have the advantage of not needing much storage and can be easily used
by computationally constrained devices (i.e., IoT devices). On the other
hand, IoT-PKI use bigger devices to hold the chain and the IoT devices need
to communicate with this intermediary instead of directly communicating
with the blockchain technology.
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Figure 3.1: The certificate enrollment process using EST.

3.1.2 Scpki

In essence, Scpki is an implementation of the Web of trust using smart
contract. The principle is that an individual in this framework is identified
by its Ethereum address and this individual can publish attributes about
itself on the system. Later, other individuals can sign these attributes to
prove that the information is legitimate. Signature can also be revoked if
needed. Therefore in this system, trust is enabled through reputation.

3.2 CA based solutions

3.2.1 EST over secure CoAP

"Enrollment over Secure Transport" (EST) is a protocol that automates the
issuance of x.509 certificates for public key infrastructure (PKI) clients such
as web servers, endpoint devices, and user identities, as well as the related
certificates from a trusted Certificate Authority (CA).

In particular, EST over secure COAP[48] is a proposed adaptation of the
EST over HTTPs protocol[1]. This protocol is still under development and
should only be considered as such until it is included into the standard.

The purpose of this protocol is to port the state of the art C-PKI(i.e.,
EST over HTTPs) to more computationally constrained devices. As a
reminder here is how EST over HTTPs works (The Figure 3.1 will be used
as support):

1. A TLS session is created between the client and the server and the
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chain of trust of the server certificate is verified by the client.

2. The client creates its key pair and a CSR before sending a PKCS#10
certificate request[35] to the server.

3, 4. The server requests and receives the certificate to the CA.

5. The server then sends the signed certificate to the client in PKCS#7
format[25], which the client can store on its device.

In addition to the certificate enrollment feature, an EST client may send
a re-enrollment request to an EST server to update or rekey the current
client certificate. Additionally, to facilitate other certificate activities,
additional optional requests can be transported via EST.

The main differences between EST over HTTPs and EST over COAPs
are the application and the security layer protocols. Apart from this, the
two protocols are very similar.

3.2.2 PKI4IoT

PKI4IoT[20] is a solution based on EST over COAPs with few additional
features. The features include a new lightweight certificate format called
XIOT which is backward compatible with x.509. PKI4IoT also proposes a
way of dealing with initial authentication by using factory certificates.

PKI4IOT is a more polished version of EST over COAPs that has been
tested on resource-constrained devices. Nevertheless, this solution is still
under development as it is not part of the standard.
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Part II

The Framework
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Chapter 4

Security requirements and
threat model

Security for such a framework is required as any correspondence between
the individuals involved may be eavesdropped by an attacker. They may
block or change messages, or store and replay any message sent, with the
intention of masquerading as a trusted entity or to get hold of any secret
message content in plain text.

On top of that, blockchain-based systems also have some shortcomings.
In more details, on the Figure 4.1, you can see the different families

of attack that a blockchain technology should be ready to face and few
examples for each family. The five families are:

• Identity-based attacks: are attacks where an attacker forges its identity
to masquerade as another device or even create multiple illegitimate
identities in the networks;

• Manipulation-based attacks: are attacks where the purpose is to
manipulate the data to intentionally trigger external events that can
be capitalized on;

• Cryptanalytic attacks: are a family of attacks where the purpose is to
break the cryptographic algorithm and expose its keys. In this way,
an adversary can sign unauthorized transactions and forge the valid
signature of users;

• Reputation-based attacks: are attacks where an agent manipulates his
reputation by changing it to a positive one;

• Service-based attacks: are attacks where attackers aim either to make
the service unavailable or to make it behave differently from its
specifications.

It is essential that all these attacks be taken into account when a
new framework is developed on the blockchain. A discussion about
how previous work dealt with those attacks can be found in [15] and a

15



Treat
model

Identity
-based attacks

Manipulation
-based attacks

Cryptanalytic
attacks

Reputation
-based attacks

Service
-based attacks

Key attack [21]

Replay attack
[29] [21]

Impersona-tion
attack [29] [21]

Sybil
attack [36]

False data
injection

attack [28]

Tampering
attack [51]

Overlay
attack [51]

Modification
attack [29] [21]

MITM attack
[29] [21]

Quantum
attack [54]

Hiding Blocks
attack [36]

White-
washing [36]

DDoS/DoS
attack [29]

Refusal to Sign
attack [36]

Double-
spending
attack [51]

Collusion
attack [19]

Figure 4.1: Classification of threat models for Blockchain. Source [15]

discussion about how the framework proposed deals with those attacks
can be found in Section 7.

It is crucial that the proposed framework withstands these types of
attacks and still offers authentication, confidentiality and integrity.
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Chapter 5

Architecture

This chapter will display the architecture of the developed framework.
In this architecture, we have three partakers which are the IoT device,
the controller and the smart contract. Each of those components will be
explained into their respective section.

5.1 IoT Controller

An IoT controller is a bigger appliance than the IoT device that will be
used to compensate the lack of power of the IoT device. Unlike previous
work[49], the controller will not fully manage the certificate of the device
but rather will be there helping the device in the management of its
certificate. The controller is also there to enable communication between
the device and the smart contract. It is important to note that in this
framework the controller will never be able to impersonate the device as
the device remains the only one in control of its private key. To be more
precise, the controller will be mainly responsible for verifying the validity
of the certificate created by the device, converting the device data into a
format understandable by the smart contract and providing randomness to
the device (if needed) to create the key pair associated with its certificate.

5.1.1 Nature of the controller

There are two possibilities for the implementation of the controller:

• A dedicated bridge/box that will deal with the certificates of several
IoT devices located in different networks;

• A dedicated app on the user phone that will act as the controller.
The problem with this type of controller is that it may not always be
available and this can cause problems if the device needs to update
its certificate while the controller is not available.

Due to the shortcoming of the last solution, we decided to opt for the
first solution in this work.
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Figure 5.1: Chart of the storage needed to run a full node. Source:
Etherscan.io

5.1.2 Ethereum nodes

In the purpose of communicating with the smart contract, the controller
should run an Ethereum node or at least the controller should be able to
communicate with a node. Nodes are clients of the blockchain technology.
More precisely, a node is a device/program that communicates with the
Ethereum network.

There are three types of nodes in the Ethereum blockchain:

• A full node has a copy of the entire Ethereum blockchain state
and performs any transaction that is mined, taking up to 600GB1

(See Figure 5.1) of storage and at least 4 GB of memory. A
full node will take several hours to join the network and become
fully synchronized. (Source: https://ethereum.org/en/developers/
docs/nodes-and-clients/)

• A light node has only the minimal amount of state to make sense of
things while communicating with full nodes. This type of node will
only need a few hundred megabytes of storage and 128-512MB of
memory. A light node’s purpose is to be small enough to operate on
a phone or embedded devices. A light node will almost immediately
join the network and we can directly start using it. This is assuming
that it can find a full node with a light node slot available. This is due
to the fact that a light node relies on a trusted full node to gather the
needed data. (Source: [38])

• An archive node is a full node that preserves the entire history of
transactions (i.e. an archive node is a full node running in archive

1https://etherscan.io/chartsync/chaindefault
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mode). In the absence of archive mode, a full-node will prune created
state to save disk space. This reduces the time it takes for a node to
sync, as well as the cost of storage and computation. Because of the
way Ethereum handles account and contract storage, only an archive
node can serve API requests for RPC methods older than 128 blocks.

It seems obvious that the better suited type of node for the IoT controller
is the light node. The light node provides the needed basic functionalities
to the controller in order for it to be able to submit requests to the smart
contract. The only drawback with this approach is that a light node
relies on a full node and there may be no available full node for each
controller. A solution to this drawback is for the controller manufacturer
to run some full nodes or to pay cloud services to run full nodes for its
controllers. This solution also brings some benefits: if the full node is
hosted by the manufacturer, the manufacturer can have a better feeling of
the trustworthiness of these nodes. This will provide a strong guarantee
that the controller will always have a full node available.

5.2 IoT device

The IoT device is the central piece of this work since it will be the
user of the framework and will use it to be authenticated. In order to
distinguish each device from each other, the IoT devices should have
a UUID. Ideally, this UUID should be of the version 4[37] where this
version is the randomly generated UUID. The UUID should be generated
with a cryptographically secure pseudorandom number generator in a
trusted manufacturer environment, for example when installing the initial
firmware to be used. These recommendations are there to avoid that an
attacker can too easily guess the id of a device and set up a denial of service
attack on this device (i.e. by recording this UUID on the smart contract
before the device). This UUID will be used throughout the whole life cycle
of the device to be identified. Due to the latter, the UUID should ideally
be stored on a tamper proof memory. This UUID is what will later be
authenticated by the framework.

5.2.1 Device life cycle

This section displays at high level the different states of the life cycle of the
IoT device in this framework. The Figure 5.2 shows the different states and
how these states interrelate with each other.

This life cycle can be decomposed into three phases. The first phase is
the bootsrapping phase which can be defined as the process by which the
state of an IoT device changes from not operational to operational. This
phase can be seen as the initialization of the device. The generation of the
UUID, the set-up of the device by the manufacturer and the initial boot up
of the device are all regrouped in this phase.
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Figure 5.2: Life cycle of the IoT device.

The next phase is the enrollment phase by which the device will have
its identity confirmed. This phase will make the device fully usable and
authenticatable.

The last phase is the expiration/revocation phase. The last stage comes
either when a certificate expires or when an administrator revokes the
device certificate prior to the expiry date. A security infrastructure must
cope with the revocation of trust if access to properties can no longer be
given to a previously trusted individual for some reason.

This life cycle provides an overview of a certificate management
framework for constrained devices.

5.2.2 Lasting certificate for the IoT device

In this framework, the lasting certificate of the IoT device will be a
self-signed X.509[45] certificate where the identity of the device will be
confirmed by the smart contract. In order to be complete, this certificate
will contain the controller identifier. The controller identifier is a unique
number that will be used similarly to identify the controller responsible of
the device. This inclusion is used to provide a proof of the binding between
the controller and the device. This binding is necessary as the controller
will be the one responsible for the update and the revocation of the device
certificate. As the certificate is self-signed, the IoT device also confirms the
binding.

We have to take into consideration that the controller may disappear.
Therefore, the controller should implement some kind of key sharding 2

where the controller stores its shards into separate locations in order to be
able to be replaced by a new controller in the case where this controller
disappears or is broken.

We must nevertheless be careful that X.509 certificates may be con-
sidered heavy for some IoT devices[17]. If not dealt carefully, this may
cause significant overhead when this solution will be ported to more
resource-constrained IoT devices. Previous work has shown that the X.509
format can, however, be used on small devices, but naively using existing
X.509 certificates may cause problems [40]. Hence in the case of very small
devices, a new lightweight format that does not break X.509 compatibility

2This is a process where a private key is split into pieces (i.e., shards)
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Figure 5.3: Device enrollment into the PKI (explanation can be found in the
Section 5.3 : Device enrollment )

may be needed. XIOT [20] is such a format. The paper presenting XIOT
claims that the certificate size is reduced by more than 50%. Therefore,
XIOT is a viable alternative to X.509 if the device lacks memory.

5.3 Device enrollment

The enrollment of the device can be seen step by step on the Figure 5.3.
Following, we have an overview of what is performed at each step:

1. The first thing that a device needs to do is to find the ID of its
controller. As a reminder, the device needs the controller ID to
generate its certificate as explained in Section 5.2.2. We decided that
the device should be the one to begin the transaction for the simple
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reason that there can be several candidate controllers in the network.
The fact that the device begins the transaction allows it to choose
between controllers.

2. Once the device receives the ID, it will generate its certificate with the
corresponding public/private key pair. If the device is not random
enough3 to generate the asymmetric key pairs associated with its new
certificate, it is possible to add a step between the steps 3 and 4 where
the controller sends a random number that will be used as a seed by
the device in order to gather enough entropy. It is important that
the device generates its own certificate to avoid impersonation by a
malicious controller.

3. When the device has chosen a controller, they need to perform a TLS
handshake [42], where the client is the device and the server is the
controller. In this step, the controller will also verify the validity of
the device certificate.

4. The certificate enrollment request displays the request of the device.
The certificate sent at this step is the newly created certificate of the
device.

5. If the certificate is valid, the certificate of the IoT device is forwarded
to the smart contract by calling the smart contract function Register
which is described in detail into the Section 5.7.4

6. As soon as the transaction is mined on the blockchain, the device can
check that its data appears on the transaction ledger.

5.4 Device certificate update

Device certificate update in a PKI framework is primordial to avoid overuse
of the related key pair. The longer a key pair is used, the further it increases
the attack surface. It makes the certificates and keys an attractive target for
malicious actors attempting to hack a credential, as it allows them access for
longer periods of time. Recommendation on cryptoperiods5 from the NIST
can be found in Figure 5.5. Due to those recommendation, we decided to
add to our framework an update feature.

This update protocol can be visualized in Figure 5.4. The different steps
of this protocol are:

3Embedded devices are typically cheap and without security hardware, such as a
Trusted Platform Module and a Physical Unclonable Function. Furthermore, they often
cannot gather enough entropy due to short boot times. Therefore, their random number
generators may not be cryptographically secure.

4NB: calling a smart contract function is actually a multicast message sent to the full
nodes of the blockchain technology (i.e., Ethereum).

5A cryptoperiod (sometimes called a key lifetime or a validity period) is a specific time
span during which a cryptographic key setting remains in effect.
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Figure 5.5: Suggested cryptoperiods for key type. Source: section 5.3.6 in
the report [3]

1. As the device already has the controller ID from its original registra-
tion, it can directly send the certificate to the controller. Upon recep-
tion, the controller will check the validity of the certificate and verify
that the certificate is signed with the old private key of the device.
This last mechanism is used to avoid impersonation of the device. If
the controller is offline, the device should back off and try later. A bet-
ter solution would be to implement some kind of instant messaging
technology where messages are stored while the controller is offline
and when the controller goes back up, it can retrieve the messages
sent.

2. If the certificate is valid, the hash of the certificate will be sent to the
smart contract. The smart contract will then check if the controller is
the lawful manager of the device by comparing the sending Ethereum
address (i.e., the Ethereum address of the controller), to the one stored
with the certificate data (i.e., the owner address stored in the smart
contract). If the check succeeds, the hash of the certificate will be
updated into the smart contract.

5.5 Device certificate revocation

Certificate revocation is an essential PKI component as the certificate can
be compromised. In that case, action should be taken immediately after the
discovery in order to avoid as much damage as possible. As a matter of
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fact, a compromised certificate can lead to a leak of precious information
and to impersonation. Revocation can also be useful to deal with access
control.

In this framework, device certification revocation is managed by a
simple function call on the smart contract. If we want to revoke a device
certificate, the controller simply needs to call the Revoke (more information
can be found in Section 5.7.3) function on the smart contract. As for the
update function, this function can only be called by the lawful manager
(i.e., the responsible controller) of the device. This constraint ensures that
no attacker can revoke a valid certificate.

5.6 Device lookup

A device can lookup the data stored on the smart contract by making an
HTTPs GET request on a controller where the path of this GET request is
the UUID of the targeted device (i.e., from which you want the data) and
the controller will just forward to the device the output of the "lookup"
function from the smart contract.

5.7 Smart contract

The smart contract is a central piece of this framework as it acts as the trust
store for this PKI. The role of the smart contract is mainly to maintain an
up to date status of all device certificates.

5.7.1 Smart contract vs. NVS

Lots of decentralized PKI in the literature use Name-Value Storage
(NVS)[52] because it makes the implementation trivial (you store the
certificate as value (or hash) and the id is the key). But despite being easy to
use, it is hard to verify what is pushed on the blockchain with an NVS. This
is why we decided to use smart contracts instead. Smart contract permits
to verify the certificate before being pushed on the chain. For example, the
contract can verify that the key pair associated with the certificate is strong
enough, that the expiration date of the certificate is not too long, and so on.
Furthermore, smart contract makes the upgrade of the system far easier
as new functionalities can directly be added on the smart contract. In the
case of NVS, new functionalities must be implemented on the client side
(i.e. the IoT device) which makes the update more difficult as NVS lacks of
flexibility and IoT devices are computationally restrained.

5.7.2 Data stored on the blockchain

The data of the device certificates is stored in a private hash map where the
key is the device UUID and the value is a structure (can be seen on Figure
5.6) that represents this data. A smart contract private field acts the same
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way as a private field in object oriented classes, therefore only the smart
contract can access this hash map.

The data stored into the hash map is shown on Figure 5.6 where the
fields are:

• Hash of the IoT certificate: It is the hash of the device certificate. It can
be requested by anybody in order to verify the integrity of a received
certificate;

• Controller Ethereum address: This is used to identify the manager
of the device and therefore authorize or not an update and/or a
revocation of the device certificate;

• Status: The status of the certificate is used to state if the certificate is
either valid or revoked.

0 → Struct Data of UUID 0

1 → NULL

2 → Struct Data of UUID 2

Struct Data contains
Hash of the IoT certificate;
Controller Ethereum
address;

Status;
// Other things (if

needed)
end

Figure 5.6: Structure of the data stored on the smart contract hash map

5.7.3 Setter/Getter functions

(string, int) Lookup(UUID)

This function can be used by anybody to request the hash of a certificate
identified by the UUID given as a parameter. This function will return the
status of the certificate with the certificate hash.

void Register(UUID, hash of the device certificate)

This function is used to register the lasting certificate of the IoT device
on the smart contract. This function will store the UUID and the hash into
its private map.

void Update(UUID, hash of the device certificate)

26



Cert

Cert

DNS

Device

Device

Cert

Cert

Device

Device

Internet

Ethereum

Controller

UDP
server

HTTPs
server

Gateway

Gateway

Figure 5.7: Overview of the whole architecture

This function is called when the controller needs to make a key rotation
for the device. If the message sender address corresponds to the manager
Ethereum address stored with this UUID, the smart contract will replace
the certificate hash with this new hash into its hash map.

void Revoke(UUID)

This function will change the status of the UUID from valid to revoked.
As for the update function, this function will only be executed if the
message sender address matches the manager address.

5.8 Overall view of the architecture

The overall architecture can be seen on Figure 5.7. Where the different
components are:

• The DNS server is used by the devices to request the controller IP;

• The devices located in different networks;
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• The controller with its two components (UDP server and the HTTPs
server). The first one is used to request the controller id and the
second one is used to receive the device certificate and communicates
with Ethereum.

5.9 Possible improvements

Here is a list of improvements that can be made to this framework:

• Develop an instant messaging system to log requests made on offline
controllers. Therefore, a controller will be able to see what requests it
received while offline;

• Put in place key sharding6 and store the key shards into different
locations to be able to recover lost or broken controllers without
losing the certificate binding between the device and the controller;

• Make the framework more lightweight by switching from HTTPs to
COAPs;

• Switch from simple DNS to DNSsec in order to be certain to have a
legitimate controller (More details into Section 9.3);

• Switch from classical device UUID to secure UUID to enable initial
authentication of the device. Where a secure UUID is a simple UUID
with a private key linked to the UUID (the UUID acts as the public
key and have a private key linked to it to prove UUID ownership).

6This is a process where a private key is split into pieces (i.e., shards)
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Chapter 6

Scalability of the framework

This framework mainly relies on the blockchain and therefore inherits
from the blockchain problems. In the purpose of adequately discussing
the biggest blockchain flaw, we have to take a step back and define the
trilemma that each system has to face in one way or another.

6.1 The DCS trilemma

The Decentralized Consensus Scale (DCS) trilemma[47], which is also
called the blockchain trilemma, is a trilemma that states that a system can
only have two of the following properties at the same time. Where the three
properties are:

1. Decentralized. In systems theory, a decentralized system is one in
which lower-level elements operate on local knowledge to achieve
global objectives. In such system, there is no single point of failure or
control.

2. Consensus. It means that different entities in a peer to peer system
communicate with each other (through a consensus algorithm) in
order to update the state of the system in a consistent manner
between each other.

3. Scale. It ensures that the system can handle the transactional
demands of any rival system that provides the same service to the
same random group of consumers all over the world ("at scale").

This trilemma can be visualized on Figure 6.2 (a system must choose
an edge of the triangle). The proof of this claim (i.e, a system can only have
two of these properties at the same time) can be seen in the paper [47].

6.2 Implication of the DCS trilemma on the frame-
work

As the system used in this framework is Ethereum and this technology
chooses "Consensus" and "Decentralization" over "Scale". This means that if

30



Figure 6.1: Pie chart showing the top 25 miners of the Ethereum Blockchain.
Source: Etherscan.io

Consensus Decentralized

Scale

Figure 6.2: Illustration of the DCS trilemma.
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a similar framework was used where we change the smart contract in favor
of a centralized system, will always be faster than the proposed framework.
Nevertheless, the implication of using a centralized system is that we must
have blind trust in that system (i.e., we lose decentralization).

On top of that, we can already see that as Ethereum becomes bigger
and bigger, it tends toward a centralized system. As a matter of fact, the
bigger the blockchain becomes the more resources are needed to be part
of the consensus. This has the impact of reducing the number of parties
participating into the consensus (i.e., tends toward a centralized system).
The evolution of the blockchain size can be seen on Figure 5.1.

Miners that do not have enough resources to store the whole blockchain
collude into pools where a master node dictates to those miners what the
state of the chain is. We can see those pools on the Figure 6.1. In the
past, we have seen the impact that a single mining pool had on the Bitcoin
framework when one of the biggest mining farms was lost due to flooding
in China in August 2020[41]. The impact of this loss was a 20% hashrate
Losses for Chinese Bitcoin Miners. The fact that this farm had such a big
impact on the Bitcoin PoW is one more hint that these systems tends toward
centralization at scale.

6.3 Solutions to that limitation

Solutions to these problems are already in development and hopefully will
be released before damage is done. As a matter of fact, the next version of
Ethereurm (i.e., Ethereum 2.0) will have features that mitigate that problem.
Ethereum 2.0 will switch to a Proof of Stake (PoS) blockchain and will
use sharding. In a PoS system, block producers are in charge of checking
transactions. Block producers are selected at random, but their chances of
being one rise in direct proportion to the amount of tokens they own. Block
producers are required to bind a number of tokens to their decisions while
submitting a block, and they can be penalized if they act maliciously. The
purpose of switching from PoW to PoS is to remove the need of having
massive resources to participate in consensus. We can already see that
this is only a mitigation as few people can have most of the tokens, which
will have the consequence of also centralizing the system. Sharding 1 is
the principle of cutting the main chain into smaller independent chains.
This will have the consequence of eluding the scale factor of the trilemma.
Ethereum 2.0 will be divided into 64 shards.

1This is system sharding which is different from key sharding explained in the previous
chapter.
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Chapter 7

Security assessment of the
developed framework

7.1 Study of the feasibility and security of the enroll-
ment stage:

To better illustrate our study, we will use as support the Figure 5.3. We can
see that for the first two steps that the messages are sent over UDP which
means that there is no integrity, no confidentiality and no authentication.
On the point of confidentiality, since everyone can request the id, there is
no need for confidentiality.

The question becomes a little bit more tricky on the topic of integrity
and message origin. The only thing that can happen in the case where the
device receives a wrong ID is that the controller will not respond later to
the device request and therefore will cause a denial of service on the device.
In this work, we consider that this is an acceptable shortcoming compared
to the load that needs to be added in order to provide integrity on these
steps.

For all the other communication between the device and the controller,
a digital signature is included. This ensures to both parties the integrity
and source of the messages exchanged. Confidentiality is achieved by
encrypting each message with the symmetric key exchanged in the TLS
handshake.

The main purpose of TLS is to provide privacy, data integrity and
authentication for communication between a client and a server. A security
analysis of this protocol can be seen in more detail in the paper[33].

The problem with using TLS for IoT devices is that some smaller
devices may the lack of computational power. The solution to this problem
resides in the usage of lightweight implementations of TLS or even using
DTLS. Currently, there are multiple lightweight implementations of the
TLS protocol available to meet the constraints of low-powered IoT devices.
The open-source DTLS Toolkit 1 (formerly MatrixSSL) can be configured to

1https://www.rambus.com/security/software-protocols/secure-communication-toolkits/
tls-toolkit/
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a code footprint of only 66KB, and even smaller footprints are possible with
manual optimization. wolfSSL 2, another open-source SSL/TLS library,
advertises a minimum footprint size of 20-100KB, and runtime memory
usage of 1-36KB. Clearly, these numbers are already achievable even for a
device with very modest specifications such as the Firefly3, and we can
expect to see further optimization of software combined with increased
power at lower cost for embedded devices going forward.

Furthermore, a recent study [43] has judged that IoT devices can benefit
from the latest version of TLS/DTLS without the need to upgrade the
hardware. But using (D)TLS protocol improvements comes at a price
as we can see from their experiments. Compared to version 1.2, their
measurements indicate 20% code footprint increase with TLS/DTLS 1.3.
Further measurements on the RAM indicate no significant impact on
stack requirements, and limited impact on peak heap footprint (max 25%
increase for some configurations in one implementation, and for the other
implementation, even 30% decrease, for Elliptic Curve Diffie-Hellman
Ephemeral configurations).

For function call to the smart contract, the integrity, the authentication
and basic confidentiality is provided by Ethereum. Ethereum relies on
the controller wallet4 to identify the controller and to sign messages. On
the topic of confidentiality, Ethereum provides it by only sending byte
code to the smart contract. This form of confidentiality is not optimal as
the byte code can still be reverse engineered. On top of that, Ethereum
transactions are also protected from replay attack by using a transaction
count in each transaction. It should also be noted that every full node
verifies the execution of the smart contract function, therefore Ethereum
also protects the smart contract code and data integrity.

7.2 Study of the feasibility and security of the update
and revocation stages:

For these stages, the communication between the controller and the device
is performed on top of TLS and therefore receives the same benefits as for
the enrollment phase. The communication between the controller and the
smart contract is also protected by Ethereum on these stages. The difference
in terms of security on these stages is that we need to verify in the smart
contract that the update/revoke request originates from the controller that
manages the device. This was done by checking that the Ethereum sender
address is the same one used to register the device. In practice this is
done by storing the manager Ethereum address with the certificate hash
on the smart contract. On top of that, the updated certificate of the device
is signed with the previous key (of the device) in order to avoid device
impersonation.

2https://www.wolfssl.com/products/wolfssl/
3https://github.com/Zolertia/Resources/wiki/Firefly
4As a reminder, an Ethereum wallet is a public/private key pair used to sign transactions
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7.3 Security limitation

In the current framework, the controller identity is not verified. An
attacker could therefore trick a device to communicate with him instead
of a legitimate controller. The consequence will be that the attacker will be
able to register the device UUID on its name, which will lead to a denial
of service on the device as the device will never be able to register its
certificate with its UUID (because the slot on the smart contract is already
taken by the attacker). However, the device can easily find this out as the
device can request the smart contract data to another controller and see
that the data is not what it published. This problem can easily be solved by
using DNSsec instead of classical DNS to gather the controller IP.

35



Part IV

The Proof of Concept
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Chapter 8

Technologies

For the development part of the Proof of Concept (POC), we have
decided to use the Solidity1 language with the public Ethereum blockchain.
Solidity is an object-oriented, high-level language for implementing smart
contracts. This language is statically typed, supports inheritance, libraries
and complex user-defined types among other features. This means that
complex programs can be implemented with this language. For example,
Solidity has already been used to create contracts for uses such as voting,
crowdfunding, blind auctions, and multi-signature wallets[44][50][30].
Those smart contracts are run on the Ethereum Virtual Machine (EVM)
(More information in Section 8.2) and are accessed by contract address2

which ensures code immutability once published on to the Ethereum
blockchain.

8.1 Why solidity and public Ethereum

We have decided to use Solidity simply because it is the most used smart
contract language[16] and therefore also the one with the most support.
One downside of this pick is that Solidity is a new programming language
and therefore Solidity will undoubtedly undergo major changes and newer
versions of this language are not always backward compatible.

As for the choice of the Ethereum public blockchain, this is mainly
due to the fact that this one of the oldest blockchains (July 30, 2015)
and therefore most of the early stages vulnerabilities have already been
patched. Public Ethereum is inevitably faster due to more participation,
something that just cannot be said for other distributed ledger solutions.
Public Ethereum is also used by lots of developers and by big companies
which means that if vulnerabilities are found, they will be quickly patched.

1https://docs.soliditylang.org/en/latest/
2An Ethereum smart contract address is a unique key (public key) used to invoke that

contract on the blockchain network.
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8.2 Ethereum Virtual Machine

Ethereum virtual machine, in essence, provides a layer of abstraction
between the running code and the running system. This layer is needed to
increase device portability and to ensure that applications are isolated from
one another and from their host. Basically, the EVM translates Ethereum
op_code into runnable instructions on the host machine.
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Chapter 9

Implementation

In order to prove the feasibility of our framework, we decided to develop
a Proof of Concept (PoC). The construction of the PoC is subdivided into
two different parts. The first part is the interaction between the IoT device
and its controller. This first part can be further divided into smaller parts
which are :

• Device/Controller communications;

• Construction of the custom X.509 certificates;

• Device/Controller discovery.

As for the second part, it concerns the interaction between the controller
and the smart contract. Each part uses its own set of protocols and operates
separately.

9.1 Device/controller interactions

This section aims at explaining how the controller and the device commu-
nicate between each other.

9.1.1 Device/Controller discovery

In this framework Device/Controller do not know each other at first.
Therefore there should be a way for each other to automatically discover
each other. In this purpose, we decided to use Domain Name System
(DNS). This is done by creating a custom URL for the controllers that each
device could access. We also tried alternatives such as using the Simple
Service Discovery Protocol (SSDP). Essentially, this protocol permits the
controllers to emit a beacon containing their respective ID and IP address.
Once the beacons are set up, the devices can listen to the beacons and
choose a controller to operate with. This solution had the advantage that it
provides the id of the controller in the beacon but the big drawback of SSDP
is that it only works in local networks and therefore it makes the need of a
controller arise in each local network where a device is present.
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The DNS solution also has a drawback which is that the id of the
controller is not communicated with the IP address. Nevertheless, we
decided to still use DNS due to its massive advantage: a controller can
be responsible for several subnets. To solve the drawback of DNS, we
decided to create a UDP server that the devices can query to get the ID
of the controller.

9.1.2 Device/Controller communications

The communication between the device and the controller is performed
over the Hypertext Transfer Protocol (HTTP) with TLS. As a reminder,
within this framework there is no need for authentication between the
device and the controller because the controller can be authenticated later
by the smart contract if needed or the device can use DNSsec to acquire the
IP address of the controller. In practice, this is done by using a self-signed
certificate for the controller (server) and no certificate for the device (client)
into the TLS handshake.

These two entities communicate mostly to transfer certificates from the
device (client) to the controller (server). This transfer is performed by a
HTTP PUT method.

An alternative to HTTP for smaller devices has also been explored,
this alternative used the Constrained Application Protocol (COAP). The
communication process for the two protocols was essentially the same. The
difference was that with COAP, we had to deal ourselves with the packet
fragmentation. This limitation is what motivated the use of HTTP instead
of COAP.

Indeed, a COAP packet should fit in exactly one IP packet. This
assumption is made by the COAP protocol in order to make it lightweight.
The consequence of this is that the certificate should be cut into pieces
and sent over several PUT messages. The certificate should then be
reconstructed at the receiving end. In order to permit that, the certificate
is first cut into pieces and a header is added to each piece. This header
contains a sequence number and the certificate size. A more general
solution could implement this IETF draft [7]. It extends core COAP with
new options for transferring multiple blocks of information from a resource
representation in multiple request-response pair. Therefore COAP may
become better suited in this case if the draft is later included into the
standard.

9.1.3 Construction of the custom X.509 certificates

In the purpose of binding the device with the controller, we decided to use
custom certificates for the devices.

As part of the standard, X.509 v3 permits to add custom fields to the
certificate. In this case, the custom field added is the unique identifier of the
controller responsible of the device. This solution has been put into place
by writing an openssl configuration file that must be used to generate the
custom certificates.
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9.2 Smart contract

The smart contract is the core of this framework, it acts as the trusted
authority. The contract provides a secure storage to store information about
the devices.

9.2.1 Structure of the contract

The trusted store in the smart contract is in practice implemented by a
private map that is only accessible by the contract functions that are later
described in this section. The mapping in this contract is a mapping
between a device UUID and the device information. The UUID is
represented here by a uint256 to mitigate collision and thus provide faster
access to the mapping and also to limit as much as possible the impact of a
corrupted controller1.

To modify/access the smart contract data, there are four public
functions which are:

1. lookup: used to request the hash and the status of a device certificate
associated with a given UUID;

2. register: used to register a device into the system;

3. update: used to update the information of the device on the system;

4. revoke: used to revoke the device certificate.

The lookup function is a little bit different from the three other functions
as it is the only function that does not modify the smart contract data.
Therefore, this function has been implemented as a "view" function and
is the only function that does not cost any gas.

The update and revoke functions require that the message sender
(identified by its Ethereum address) is the same as the one that previously
registered the given device. This constraint is what ensures identity
retention for the registered device.

9.2.2 Deployment

In order to test the framework, the contract had to be deployed. For the
deployment two steps were taken, first the contract was deployed locally
in order to quickly debug the code and to make basic unit tests on the
different functions. This allowed us to to verify that the contract had indeed
the expected behavior. Unfortunately, this deployment solution has lots of
drawbacks.

First of all, a local deployment does not reflect the latency that can be
encountered on the main net (Ethereum) and local deployment makes you

1A corrupted controller could in theory register a major part of the identifiers available in
order to make the system unusable (DoS attack) but this type of attack is mitigated by using
uint256 to represent the UUID because the amount of gas (and thus money) to implement
such an attack would be huge
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able to run anything without any constraint (in terms of gas for example)
which is not true on the main net. This is why the second step was to deploy
the smart contract on a test net. As a reminder, a test net is a real network
for test purpose similar to the Ethereum main net but with worthless
Ethers. The chosen test net for the deployment is Kovan2. The deployed
contract can be seen on Kovan Etherscan at this address3. Kovan is the best
way to get a simulation as close as possible to the real deployment[6].

Another tool, Infura4, was used to solve one of the biggest problems we
had encountered while deploying on Kovan. The problem is that a light
node needs to be linked to a full node to interact with Ethereum but from
time to time there are no more light node slots available (on the full nodes)
and therefore the light node is not able to interact with the smart contract,
in this case. The solution was to use Infura which is a full node provider
that ensures accessibility of the smart contract. As a matter of fact, without
a full node provider, we cannot be certain that there will be a light node slot
for our controller available on a full node. In conclusion, Infura ensures that
we can always access the smart contract provided that the number of daily
transactions allowed by the free version is not exceeded. Moreover, Infura
does not question the validity of the test since it only manages access to the
smart contract and nothing else. So Infura will not be able to impersonate
a controller or modify messages as they are signed by the sender (i.e., the
controller).

9.3 Improvements

Even if this proof of concept is ready to be deployed, the current version
of it is far from perfect. As a matter of fact, lots of things can still be
improved. Here are few things that can be improved (on top of the
framework improvements listed in Section 5.9):

Code integrity In the current version, the owner of smart contract has no
proof that the code executed is really the code that has been published.
This verification can be done in the future by adding the smart contract
code to the Etherscan’s token information. Etherscan will then verify that
the contract code is exactly what is being deployed onto the blockchain and
this will also allow the public to audit and read the contract code.

Controller identity verification Currently, the controller identity is never
verified which might be a problem as an attacker can act as a controller
and put in place a DOS attack on a device. Some solutions were explored
to circumvent this problem. The easiest solution is for the device to use
DNSsec instead of DNS to get a controller’s IP. Another solution would
be to authenticate the controller in the scope of the smart contract. The
most obvious way of doing that is by verifying the RSA signature of

2https://kovan-testnet.github.io/website/
3https://kovan.etherscan.io/address/0x2dde419f1369a4ef6b6408245479589cab4ff974
4https://infura.io/
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the controller’s certificate into the smart contract. Unfortunately at the
moment, the RSA library has still to be implemented in the standard.
Another solution would be to use "oracles" (i.e., query an external API to
the smart contract to do this work). So even if it is possible to use oracle, this
solution cannot be used in this work because it would go against the main
goal of this research which is to propose a decentralized solution (since
the external API is a centralized element and so if used, it would be like
implementing a classical PKI).

Then, there are also implementations of RSA not using the "BIG
Number" library created by some users. The problem of using this code
is that it is not maintained and works only with very old versions of
Solidity. Then, the most important point is that these implementations
work only with keys of very small size (Max 256bits in practice given that
the calculation for bigger keys would be much too expensive in terms of
"gas"). So this solution is only valid for a "toy example". 5.

Another possible solution for this problem would be to add an access
list (on the controller’s Ethereum addresses) on the contract that the device
manufacturer would be responsible for managing.

5Source: https://github.com/axic/ethereum-rsa (https://github.com/ethereum/EIPs/
issues/74: thread explaining that this code has been made obsolete by the introduction of
the big num library)
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Chapter 10

Results

The purpose of this evaluation is to determine the suitability of this
framework for the Internet of Things. Indeed, the IoT devices are intended
to be as small and cheap as possible in order to be attractive to the
consumer. Therefore in order for this framework to be used, it must be
as transparent as possible for the devices.

10.1 Experimental setup

The Proof of Concept was developed and tested on a "Manjaro Linux
x86_64" machine with an "Intel i5-8250U (8) @ 3.400GHz" CPU and 8Gb
of RAM. As a matter of facts, the IoT device did not have all the resources.
The device was hosted on a Virtual Machine running "Ubuntu Core 18".
Ubuntu Core is a light weight version of Ubuntu targeted to constrained
devices (The key characteristics of this operating system can be seen in the
Table A.1). The big advantage of such a setup is that we can play with the
VM resources. For testing, we decided to allocate one CPU Hyper thread1

and 1Gb of RAM to the VM. We choose these numbers in order to be as
close as possible to a standard Raspberry pie 2. The controller used the rest
of the resources (i.e., 7 hyper threads and 7Gb of RAM).

10.2 Device benchmarks

All the data used in the following benchmarks was gathered using the "sar"
command. The data points were taken at the same time and at the same
time interval (each second). Therefore, these benchmarks constitute an
overall picture of the device while running the "register" phase of the Proof
of Concept. It should be noted that the only processes that were running
on the device at the monitoring time were the proof of concept, the SSH
session (used to interact with the device), and some unrelated background
tasks. (If needed, there are additional benchmarks in Section B.)

1Hyper-Threading is Intel’s term for simultaneous multithreading (SMT). This is a
process where a CPU splits each of its physical cores into virtual cores, which are known as
hyper threads.

2https://www.raspberrypi.org/
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Figure 10.1: Amount of used memory in kilobytes. (This does not take into
account memory used by the kernel itself.)

Figure 10.2: Amount of memory in kilobytes needed for current workload.
(This is an estimate of how much RAM/swap is needed to guarantee that
there never is out of memory.)

10.2.1 Memory usage

The Figure 10.1 depicts the amount of memory used by the device. Due
to the fact that the memory available (1Gb) is huge compared to the peak
memory usage (530Kb for the user and +- 100Mb for the OS), we consider
that this Figure represents the maximal memory usage of the framework
(+ the SSH session used to launch the program). On the other hand, an
estimation of the minimal memory usage can be seen on the Figure 10.2.
As we know that these Figures depict the whole memory usage of the user,
we decided to also monitor it after the PoC was done running (i.e., after
the fourth data point). This was made in order to subtract the memory
usage from other processes and therefore find the memory usage of the
framework. The result is that the memory footprint of the framework is
about 20Kb in both cases (i.e., 527Kb - 507Kb = 20Kb and 178Kb - 154Kb =
24Kb).
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Figure 10.3: Amount of Kb sent and received over the network.

Figure 10.4: Percentage of CPU usage by user processes.

10.2.2 Network usage

On the Figure 10.3 we can see the total number of kilobytes received
(i.e., rxkB/s) per second and the total number of kilobytes transmitted per
second (i.e., txkB/s). On this graph, we see that the other user processes
are not sending or receiving over the network. Therefore, we can conclude
that the framework sends at most 22Kb/s and receives at most 15Kb/s.

10.2.3 CPU usage

The Figure 10.4 shows the CPU usage while running the framework.
The CPU peak at the first data point is mainly due to the cryptographic
operations performed to create the certificate coupled with the page faults
(due to the loading of the certificate in RAM). The interrupts burst and the
page faults can be seen on Figure 10.6 and 10.5.
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Figure 10.5: Number of system page fault.

Figure 10.6: Number of interrupts.
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10.2.4 Disk usage

The disk usage of the framework is about 6Mb. This number can be further
reduced by using a more lightweight certificate format like XIOT[20].
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Part V

Conclusion
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Chapter 11

Discussion

11.1 Comparison of the different solutions

In this section, we will compare the proposed framework with the State
of the Art (SOTA) which is exposed in Section 3 and we will especially
focus on PKI4IOT [20] due to the purpose of this thesis (i.e., propose a
decentralized alternative to the C-PKI).

Firstly, the major difference between our framework and PKI4IOT is
that our framework is decentralized and thus does not rely on centralized
entity like the Certificate Authority. The main benefit of our solution is that
trust relies on the framework itself rather than on a private entity (i.e., the
CA) which serves as corruptible central point of vulnerability. On top of
that, a decentralized framework offers auditability which permits to each
party to verify transactions. It is also possible to obtain such a feature with
C-PKI, for example there is the log-based PKI from Google[27]. However,
unlike for our framework it is an additional feature that adds weight on the
IoT device.

Furthermore, we are going to discuss one by one the different
drawbacks of C-PKI (exposed in Section 1.1) and we will compare with
our framework in these different cases:

Our framework PKI4IOT1

Certificate signing cost: ∼0.28$2 100-1000$
Certificate signing process time: ∼1.2min3 few days

Table 11.1: Comparison of our framework with PKI4IOT
For information, the signing cost has been obtained by taking the

average cost of the transactions on the deployed contract 4 multiplied by
the current Ether price and the processing time is the average time needed
to validate a transaction in Ethereum.

1Due to their point in their Section 5.4 explaining that current certificate prices and
certificate delivery time are unacceptable. We assumed that their current solution followed
the CA pricing range and delivery range exposed in Section 1.1

2Assuming a price of the Ether of 2500$ and a gas price of 3 Gwei (0.000000003 Ether)
36*13sec = 78sec (6 blocks to confirm a transaction times the median time to mine a block.

Source: https://etherscan.io/chart/blocktime)
4https://kovan.etherscan.io/address/0x2dde419f1369a4ef6b6408245479589cab4ff974
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Nevertheless, PKI4IOT due to its centralized nature could scale far
more easily as explained into the Section 6 and PKI4IOT has the advantage
of being more lightweight than our solution. However, our solution impact
on the resources can be further reduced by implementing some of the
improvements5 listed in Section 9.3.

Compared to Name-Value Storage (NVS) based solutions, our solution
has the advantage of being able to evolve far more easily. Indeed, the
smart contract paradigm offers the possibility to add a large variety of
features (due to its Turing completeness) when an NVS solution is difficult
to modify. Otherwise the two solutions are similar in terms of perks.

11.2 Research questions

The results and the solutions comparison hereabove enables us to answer
the original research questions.

Is a blockchain-based PKI a viable alternative to the widely spread
CA based PKI in the context of the Internet of Things? The numbers
shown into the results section are easily achievable by a wide variety of
devices. Furthermore, our solution managed to circumvent the C-PKI
shortcomings. However, our solution brings the scalability problem to the
table and the proposed framework needs to be further analyzed in order to
see if it meets the IoT security requirements. Nevertheless, we are confident
that this solution is a strong path toward a viable alternative to the CA
based PKI.

What can a blockchain-based PKI offer more than a traditional
PKI? The answer to that question is that a blockchain based PKI offers
auditability natively and essentially removes the need for a corruptible
central point (i.e., CA) to enable trust. On top of that, a blockchain solution
is far cheaper and faster as shown in table 11.1.

11.3 Future works

Future works should firstly focus on enabling a path toward standardiza-
tion. On top of that, future works should port this solution to embedded
operating systems like zephyr6, contiki7 and many more. Finally, future
research should aim at including the improvements, listed in Section 5.9,
into the framework.

5i.e., using COAP instead of HTTP and switching to XIOT instead of X.509 certificates
6https://docs.zephyrproject.org/latest/
7https://www.contiki-ng.org/
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Chapter 12

Final conclusion

This thesis purpose was to put forward a viable alternative to the Public
Key Infrastructure based on Certificate Authority in the context of the
Internet of Things. This research is motivated by the fact that certificates
have been distributed to the wrong people in the past by some CAs for
questionable reasons. Indeed, the CAs represent a corruptible central point
that this work wants to remove. We started by examining the different
solutions available and we created a framework that adapts the state of the
art PKI to a decentralized solution. Then, we designed and implemented a
proof of concept in order to adequately test our solution.

We found through the results that the solution was adequate for the
Internet of Things while solving the shortcomings of the standard C-PKI.

Further research should aim at standardizing the solution while porting
it to embedded operating systems. However, future works should also take
into consideration the scalability issue of the blockchain.

We are convinced that this work is a way to make the CAs obsolete. We
hope that this work will drive research toward a new PKI paradigm.
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Appendix A

Ubuntu Core key
characteristics

This table depicts the key characteristics of Ubuntu Core.

Minimum requirements
500 Mhz single core processor
256 MB RAM
512 MB Storage

Container runtimes and orchestration

Snapd
Docker, AWS Greengrass, Azure IoT Edge
Kubernetes via Microk8s
LXD

Application security

Isolation via AppArmor and Seccomp
TPM support
Secure boot support
Full disk encryption

Updates
Automatic over the air update
Atomic updates
Roll-backs on failure

CPU support 32 bit / 64 bit, x86 / ARM

Table A.1: Ubuntu Core key characteristics. Source: [13]
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Appendix B

Additional system benchmarks
of the device

This chapter provides additional benchmarks of the device while comput-
ing the register phase. (State of the device depicted on Figures below)
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